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**1 Вариант задания**

Вариант задания представляет собой пару: входной язык и выходной язык (таблица 1).

Таблица 1 – Вариант задания

|  |  |  |
| --- | --- | --- |
| № варианта | Входной язык | Выходной язык |
| 34 | PHP | C++ |

Разработать программу для перевода закодированного текста исходной программы в обратную польскую запись.

Программа получает на входе файл – результат лексического анализа и строит обратную польскую запись исходной программы.

Отчет по работе должен содержать полное описание алгоритма Дейкстры: таблицу приоритетов операторов и операций, а также алгоритм работы со стеком. Листинг программы и комментарии к нему, пример.

**2 Понятие обратной польской записи**

Обратная польская запись (ОПЗ) – представляет собой одну из форм записи выражений и операторов, отличительной особенностью которой является расположение аргументов (операндов) перед операцией (оператором).

Например, выражение, записанное в обычной скобочной записи,

(a+d)/c+b\*(e+d),

в ОПЗ имеет следующее представление:

ad+c/bed+\*+.

Обратная польская запись получила широкое распространение благодаря своему основному преимуществу ОПЗ может быть вычислена за один просмотр цепочки слева направо, который часто называют проходом.

**3 Алгоритм Дейкстры**

Исследованию формальных способов преобразования арифметических и логических выражений в ОПЗ посвящены многочисленные исследования, однако в практике системного программирования наибольшее распространение получили способы преобразования на основе алгоритма Дейкстры.

Суть алгоритма Дейкстры можно представить следующим рисунком:
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Рисунок 1 – Суть алгоритма Дейкстры

Из этого рисунка следует, что на вход алгоритма посимвольно поступает исходное выражение. Операнды исходного выражения пропускаются на выход и формируют так же посимвольно выходную строку. Операции обрабатываются по определенным правилам на основе стека.

Для реализации такой обработки известное в системном программировании понятие стека используется также в алгоритме Дейкстры для размещения в нем операций. При этом предварительно каждой операции приписывается свой приоритет на основе таблицы приоритетов, которая приведена ниже (таблица 2).

Таблица 2 – Таблица приоритетов

|  |  |
| --- | --- |
| Входной элемент | Приоритет |
| (  if  while  [  АЭМ  Ф  { | 0 |
| )  ,  ;  do  else  ] | 1 |
| = | 2 |
| Or  Xor | 3 |
| and | 4 |
| ! | 5 |

Продолжение таблицы 2

|  |  |
| --- | --- |
| Входной элемент | Приоритет |
| <  <=  !=  =  <>  >  >= | 6 |
| ^  &  |  ~  <<  >> | 7 |
| +  -  . | 8 |
| \*  /  % | 9 |
| \*\* | 10 |
| $ | 11 |
| }  function  return  echo | 12 |

**4 Перевод операторов цикла в ОПЗ**

Обработка оператора цикла с предусловием WHILE выражение DO оператор;:

1. Символ WHILE из входной строки заносится в стек. В стеке к символу WHILE добавляется рабочая метка Mi и после этого в выходную строку записывается часть Mi:.
2. Символ DO выталкивает в выходную строку все операции из стека до ближайшего WHILE Mi. В стеке к WHILE Mi добавляется рабочая метка Mi+1 и после этого в выходную строку записывается часть Mi+1 УПЛ.
3. Символ ‘;’ указывает на конец оператора цикла с предусловием и выталкивает из стека все символы до ближайшего WHILE Mi Mi+1, при этом сам WHILE уничтожается, а в выходную строку помещается Mi БП Mi+1:.

Обработка оператора цикла с постусловием while оператор do выражение; можно заменить последовательностью операторов

1. Символ ‘;’ указывает на конец оператора цикла с постусловием и выталкивают из стека все символы до ближайшего do Mi, при этом сам do уничтожается, а в выходную строку помещаются Mi+1 УПЛ Mi БП Mi+1:.

**5 Результаты экспериментов**

Примеры работы программы для программы для тестирования.
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Рисунок 2 – Скриншот файла №1, содержащего текст на входном языке программирования
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Рисунок 3 – Результат работы программы №1
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Рисунок 4 – Скриншот файла №2, содержащего текст на входном языке программирования
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Рисунок 5 – Результат работы программы №2
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Рисунок 6 – Скриншот файла №3, содержащего текст на входном языке программирования

![](data:image/png;base64,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)

Рисунок 7 – Результат работы программы №3

**ПРИЛОЖЕНИЕ А   
Листинг программы и комментарии к нему**

import re  
  
from PyQt6.QtCore import QRunnable, QThread  
from PyQt6.QtGui import QTextCursor  
import json  
  
class LecAnalysis():  
 def createTokensCod(self,token\_class,token\_value):  
 if not(token\_value in self.tokens[token\_class]):  
 token\_code = str(len(self.tokens[token\_class])+1)  
 self.tokens[token\_class][token\_value] = token\_class + token\_code  
 def \_\_init\_\_(self):  
 self.OPERATIONS = ['$','.','+','-','\*','/','%','\*\*','=','==','!=','>','>=','<','<=','<>','^','&','|','~','<<','>>','!','and','or','xor']  
 self.CREATED\_FUNC = ['pow','sqrt','sin','cos','tan','abs','log','log10','max','min','array']  
 self.SERVICE\_WORDS = ['if','else','while','break','continue','function','return','echo','true','false','null','do']  
 self.SEPARATORS = [',',';','(',')',' ','\n','\t',"'",'"','<?','?>','{','}','[',']','#']  
 self.tokens = {'W':{},'I':{},'O':{},'R':{},'N':{},'C':{}}  
 def process(self):  
 self.tokens = {'W': {}, 'I': {}, 'O': {}, 'R': {}, 'N': {}, 'C': {}}  
 for service\_word in self.SERVICE\_WORDS:  
 self.createTokensCod('W',service\_word)  
 for operation in self.OPERATIONS:  
 self.createTokensCod('O',operation)  
 for separator in self.SEPARATORS:  
 self.createTokensCod('R', separator)  
 for operation in self.CREATED\_FUNC:  
 self.createTokensCod('I',operation)  
 f = open('./files/Input.txt','r')  
 input\_sequence = f.read()  
 f.close()  
  
  
 i=0  
 state = 'S'  
 output\_sequance = buffer = ''  
 while i!=len(input\_sequence):  
 symbol = input\_sequence[i]  
 if state == 'S':  
 buffer=''  
 if symbol=='$':  
 state = 'q9'  
 output\_sequance+=self.tokens['O']['$']+' '  
 elif symbol=='\_':  
 state='q26'  
 buffer=symbol  
 elif symbol=='?':  
 buffer = symbol  
 state='q28'  
 elif symbol.isalpha():  
 state = 'q1'  
 buffer=symbol  
 elif symbol.isdigit():  
 buffer=symbol  
 state = 'q3'  
 elif symbol=='.':  
 buffer=symbol  
 state = 'q7'  
 elif symbol == "'":  
 state = 'q8'  
 elif symbol =='"':  
 state='q10'  
 elif symbol == '/':  
 state = 'q15'  
 buffer=symbol  
 elif symbol == '#':  
 state = 'q19'  
 elif i == len(input\_sequence) - 1:  
 state = 'Z'  
 elif symbol in self.tokens['O'].keys():  
 state = 'q14'  
 buffer=symbol  
 elif symbol in self.tokens['R'].keys():  
 state='q20'  
 buffer=symbol  
 elif state == 'q9':  
 if symbol=='\_':  
 state='q26'  
 buffer=symbol  
 if symbol.isalpha():  
 state='q1'  
 buffer=buffer+symbol  
 elif state == 'q1':  
 if symbol.isalpha() or symbol=='\_':  
 buffer = buffer + symbol  
 state='q1'  
 elif symbol.isdigit():  
 buffer = buffer + symbol  
 state='q2'  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' '  
 state='S'  
 i=i-1  
 elif state == 'q2':  
 if symbol.isalpha() or symbol.isdigit() or symbol=='\_':  
 state='q2'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' '  
 state='S'  
 i=i-1  
 elif state == 'q3':  
 if symbol.isdigit():  
 state='q3'  
 buffer = buffer + symbol  
 elif symbol=='.':  
 state='q4'  
 buffer = buffer + symbol  
 elif symbol=='E' or symbol=='e':  
 state='q5'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N', buffer)  
 output\_sequance += self.tokens['N'][buffer] + ' '  
 state='S'  
 i=i-1  
 elif state == 'q7':  
 if symbol.isdigit():  
 state='q4'  
 buffer = buffer + symbol  
 else:  
 i=i-1  
 output\_sequance +=self.tokens['O']['.']+' '  
 state='S'  
 elif state == 'q5':  
 if symbol.isdigit() or symbol=='-':  
 state='q6'  
 buffer = buffer + symbol  
 elif state == 'q6':  
 if symbol.isdigit():  
 state='q6'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N',buffer)  
 output\_sequance+=self.tokens['N'][buffer]+' '  
 state = 'S'  
 i=i-1  
 elif state == 'q4':  
 if symbol.isdigit():  
 state='q4'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N', buffer)  
 output\_sequance += self.tokens['N'][buffer] + ' '  
 state='S'  
 i=i-1  
 elif state == 'q8':  
 if symbol!="'":  
 state='q8'  
 buffer=buffer+symbol  
 else:  
 self.createTokensCod('C',buffer)  
 output\_sequance+=self.tokens['C'][buffer] + ' '  
 state = 'S'  
 *#НИКАКИХ ОБРАЩЕНИЙ К ЭЛЕМЕНТАМ МАССИВОВ В ЭТИХ СТРОКАХ и никаких множественных $* elif state == 'q10':  
 if symbol !='"' and symbol!="$":  
 state='q10'  
 buffer = buffer + symbol  
 elif symbol=='"':  
 self.createTokensCod('C', buffer)  
 output\_sequance += self.tokens['C'][buffer] + ' '  
 state = 'S'  
 else:  
 self.createTokensCod('C', buffer)  
 output\_sequance += self.tokens['C'][buffer] + ' ' + self.tokens['O']['.'] + ' ' + self.tokens['O']['$'] + ' '  
 state = 'q11'  
 buffer = ''  
 elif state == 'q11':  
 buffer=''  
 if symbol.isalpha():  
 state='q12'  
 buffer = buffer + symbol  
 elif symbol=='\_':  
 state='q27'  
 buffer = buffer + symbol  
 elif state == 'q12':  
 if symbol.isalpha() or symbol=='\_':  
 state='q12'  
 buffer = buffer + symbol  
 elif symbol.isdigit():  
 state='q13'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+ ' ' + self.tokens['O']['.'] + ' '  
 state='q10'  
 buffer=''  
 i=i-1  
 elif state == 'q13':  
 if symbol.isalpha() or symbol.isdigit() or symbol=='\_':  
 state='q13'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' ' + self.tokens['O']['.'] + ' '  
 state='q10'  
 buffer = ''  
 i = i - 1  
 elif state == 'q14':  
 if symbol=='?':  
 buffer=buffer+symbol  
 self.createTokensCod('R',buffer)  
 state='S'  
 output\_sequance+=self.tokens['R'][buffer]+ ' '  
 elif symbol=='-':  
 state = 'S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer] + ' '  
 i=i-1  
 elif symbol in [i[1] for i in self.tokens['O'] if len(i)==2]:  
 state='q14'  
 buffer=buffer+symbol  
 else:  
 state='S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer]+ ' '  
 i=i-1  
 elif state == 'q15':  
 if symbol=='\*':  
 state='q16'  
 buffer=buffer+symbol  
 elif symbol=='/':  
 state='q17'  
 buffer=buffer+symbol  
 else:  
 state = 'S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer] + ' '  
 i=i-1  
 elif state == 'q16':  
 if symbol=='\*':  
 state='q18'  
 buffer=''  
 else:  
 state='q16'  
 buffer=''  
 elif state == 'q17':  
 if i==len(input\_sequence)-1:  
 state='Z'  
 buffer=''  
 elif symbol=='\n':  
 buffer=''  
 state='S'  
 else:  
 buffer=''  
 state='q17'  
 elif state == 'q18':  
 if symbol!='/':  
 state='q16'  
 buffer=''  
 else:  
 state = 'S'  
 buffer=''  
 i=i+1  
 elif state == 'q19':  
 state='q17'  
 buffer=''  
 elif state == 'q20':  
 self.createTokensCod('R',buffer)  
 state='S'  
 if buffer =="\t":  
 output\_sequance+='\t'  
 elif buffer!=' ':  
 output\_sequance+=self.tokens['R'][buffer]+' '  
 if buffer=='\n':  
 output\_sequance += '\n'  
 i=i-1  
 elif state == 'q26':  
 if symbol=='\_':  
 state='q26'  
 buffer=buffer+symbol  
 else:  
 state='q1'  
 buffer=buffer+symbol  
 elif state == 'q27':  
 if symbol == '\_':  
 state = 'q27'  
 buffer = buffer + symbol  
 else:  
 state = 'q12'  
 buffer = buffer + symbol  
 elif state=='q28':  
 if symbol=='>':  
 buffer=buffer+symbol  
 self.createTokensCod('R', buffer)  
 state = 'Z'  
 output\_sequance += self.tokens['R'][buffer]  
 elif state=='Z':  
 break  
 i=i+1  
 for token\_class in self.tokens.keys():  
 with open('./files/%s.json' % token\_class, 'w') as write\_file:  
 data = {val: key for key, val in self.tokens[token\_class].items()}  
 json.dump(data, write\_file, indent=4, ensure\_ascii=False)  
 return output\_sequance,input\_sequence  
  
 *# self.SERVICE\_WORDS = [ 'break', 'continue',* def get\_priority(self,token):  
 if token in ['(', 'if', 'while', '[', 'АЭМ', 'Ф', '{']:  
 return 0  
 if token in [')', ',', ';', 'do', 'else', ']',  
 ]:  
 return 1  
 if token == '=':  
 return 2  
 if token == 'or' or token=='xor':  
 return 3  
 if token == 'and':  
 return 4  
 if token == '!':  
 return 5  
 if token in ['<', '<=', '!=','<>', '==', '>', '>=']:  
 return 6  
 if token in ['^', '&', '|', '~', '<<', '>>']:  
 return 7  
 if token in ['+', '-', '.']:  
 return 8  
 if token in ['\*', '/', '%']:  
 return 9  
 if token in ['\*\*']:  
 return 10  
 if token in ['$']:  
 return 11  
 if token in ['}','function',  
 'return', 'echo',  
 ]:  
 return 12  
 return -1  
  
  
 def reverse\_polsk(self):  
 CLASSES\_OF\_TOKENS = ['W', 'I', 'O', 'R', 'N', 'C']  
  
 def is\_identifier(token):  
 return re.match(r'^I\d+$', inverse\_tokens[token])  
 self.tokens={}  
 *# файлы, содержащие все таблицы лексем* for token\_class in CLASSES\_OF\_TOKENS:  
 with open('./files/%s.json' % token\_class, 'r') as read\_file:  
 data = json.load(read\_file)  
 self.tokens.update(data)  
 *# лексемы (значение-код)* inverse\_tokens = {val: key for key, val in self.tokens.items()}  
 *# файл, содержащий последовательность кодов лексем входной программы* f = open('./files/Output.txt', 'r')  
 inp\_seq = f.read()  
 f.close()  
  
 regexp = '[' + '|'.join(CLASSES\_OF\_TOKENS) + ']' + '\d+'  
 match = re.findall(regexp, inp\_seq)  
  
 t = [self.tokens[i] for i in match]  
  
 i = 0  
 stack = []  
 out\_seq = ''  
 aem\_count = 2  
 proc\_level = operand\_count = 1  
 tag\_count = proc\_num = if\_count = while\_count = do\_count= \  
 begin\_count = end\_count = bracket\_count = 0  
 func\_count = 1  
 is\_if = is\_while = is\_do = is\_description\_var = False  
 while i < len(t):  
 print(stack)  
 print(out\_seq)  
 print(t[i])  
 print(do\_count)  
 p = self.get\_priority(t[i])  
 if p == -1:  
 if t[i]=='<?' and t[i+1]=='php':  
 out\_seq +=''  
 i=i+1  
 elif t[i]=='?>':  
 out\_seq+=''  
 elif t[i] != '\n' and t[i] != '\t':  
 out\_seq += t[i] + ' '  
 else:  
 if t[i] == '[':  
 if not re.match(r'^\d+АЭМ$', stack[-1]):  
 aem\_count = 2  
 stack.append(str(aem\_count) + 'АЭМ')  
 elif t[i] == ']':  
 while not (re.match(r'^\d+АЭМ$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if i < len(t) - 1 and t[i+1] == '[':  
 aem\_count = int(stack.pop().split('А')[0]) + 1  
 stack.append(str(aem\_count) + 'АЭМ')  
 i=i+1  
 else:  
 out\_seq += stack.pop() + ' '  
 aem\_count = 2  
 elif t[i] == '(':  
 if is\_identifier(t[i - 1]):  
 if t[i + 1] != ')':  
 func\_count = 1  
 stack.append(str(func\_count) + 'Ф')  
 else:  
 stack.append(t[i])  
 bracket\_count += 1  
 elif t[i] == ')':  
 while stack[-1] != '(' and not (re.match(r'^\d+Ф$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if re.match(r'^\d+Ф$', stack[-1]):  
 f\_c=int(stack[-1].split('Ф')[0])  
 stack.append(str(f\_c+1) + 'Ф')  
 out\_seq += stack.pop() + ' '  
 while len(stack) > 0 and stack[-1] != "1Ф":  
 stack.pop()  
 stack.pop()  
 stack.append('2')  
 func\_count = 1  
 stack.pop()  
 bracket\_count -= 1  
 if bracket\_count == 0:  
 if is\_if:  
 while stack[-1] != 'if':  
 out\_seq += stack.pop() + ' '  
 tag\_count += 1  
 stack[-1] += ' M' + str(tag\_count)  
 out\_seq += 'M' + str(tag\_count) + ' УПЛ '  
 is\_if = False  
 if is\_while:  
 while not (re.match(r'^while M\d+$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 tag\_count += 1  
 out\_seq += 'M' + str(tag\_count) + ' УПЛ '  
 stack[-1] += ' M' + str(tag\_count)  
 is\_while = False  
 elif t[i] == ',':  
 while not (re.match(r'^\d+АЭМ$', stack[-1])) and \  
 not (re.match(r'^\d+Ф$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if re.match(r'^\d+АЭМ$', stack[-1]):  
 aem\_count += 1  
 stack.append(str(aem\_count) + 'АЭМ')  
 if re.match(r'^\d+Ф$', stack[-1]):  
 func\_count += 1  
 stack.append(str(func\_count) + 'Ф')  
 elif t[i] == 'if':  
 stack.append(t[i])  
 if\_count += 1  
 bracket\_count = 0  
 is\_if = True  
 elif t[i] == 'else':  
 while not (re.match(r'^if M\d+$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 stack.pop()  
 tag\_count += 1  
 stack.append('if M' + str(tag\_count))  
 out\_seq += 'M' + str(tag\_count) + ' БП M' + str(tag\_count - 1) + ' : '  
 elif t[i] == 'while':  
 if not is\_do:  
 tag\_count += 1  
 stack.append(t[i] + ' M' + str(tag\_count))  
 out\_seq += 'M' + str(tag\_count) + ' : '  
 while\_count += 1  
 is\_while = True  
 bracket\_count = 0  
 elif t[i] == 'do':  
 tag\_count += 1  
 stack.append(t[i] + ' M' + str(tag\_count))  
 out\_seq += 'M' + str(tag\_count) + ' : '  
 do\_count += 1  
 bracket\_count = 0  
  
 elif t[i] == 'function':  
 proc\_num += 1  
 stack.append('function ' + str(proc\_num) + ' ' + str(proc\_level))  
 elif t[i] == '{':  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 num = re.findall(r'\d+', stack[-1])  
 stack.pop()  
 out\_seq += '0Ф ' + str(num[0]) + ' ' + str(num[1]) + ' НП '  
 stack.append('function ' + str(proc\_num) + ' ' + str(proc\_level))  
 begin\_count += 1  
 proc\_level = begin\_count - end\_count + 1  
 stack.append(t[i])  
 elif t[i] == '}':  
 end\_count += 1  
 proc\_level = begin\_count - end\_count + 1  
 while stack[-1] != '{':  
 out\_seq += stack.pop() + ' '  
 stack.pop()  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 stack.pop()  
 out\_seq += 'КП '  
 if if\_count > 0 and re.match(r'^if M\d+$', stack[-1]):  
 tag = re.search('M\d+', stack[-1]).group(0)  
 j = i + 1  
 while j < len(t) and t[j] == '\n':  
 j += 1  
 if j >= len(t) or t[j] != 'else':  
 stack.pop()  
 out\_seq += tag + ' : '  
 if\_count -= 1  
 if do\_count > 0 and re.match(r'^do M\d+$', stack[-1]):  
 is\_do = True  
 if while\_count > 0 and re.match(r'^while M\d+ M\d+$', stack[-1]):  
 tag = re.findall('M\d+', stack[-1])  
 stack.pop()  
 out\_seq += tag[0] + ' БП ' + tag[1] + ' : '  
 while\_count -= 1  
 elif t[i] == ';':  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 num = re.findall(r'\d+', stack[-1])  
 stack.pop()  
 out\_seq += str(num[0]) + ' ' + str(num[1]) + ' НП '  
 elif len(stack) > 0 and stack[-1] == 'end':  
 stack.pop()  
 out\_seq += 'КП '  
 elif is\_description\_var:  
 proc\_num, proc\_level = re.findall('\d+', stack[-1])  
 stack.pop()  
 out\_seq += str(operand\_count) + ' ' + proc\_num + ' ' + proc\_level + \  
 ' КО '  
 is\_description\_var = False  
 elif if\_count > 0 or while\_count > 0 or do\_count>0:  
 while not (len(stack) > 0 and stack[-1] == '{') and \  
 not (if\_count > 0 and re.match(r'^if M\d+$', stack[-1])) and \  
 not (while\_count > 0 and re.match(r'^while M\d+ M\d+$', stack[-1]))\  
 and not (do\_count > 0 and re.match(r'^do M\d+', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if if\_count > 0 and re.match(r'^if M\d+$', stack[-1]):  
 tag = re.search('M\d+', stack[-1]).group(0)  
 j = i + 1  
 while t[j] == '\n':  
 j += 1  
 if t[j] != 'else':  
 stack.pop()  
 out\_seq += tag + ' : '  
 if\_count -= 1  
 if while\_count > 0 and re.match(r'^while M\d+ M\d+$', stack[-1]):  
 tag = re.findall('M\d+', stack[-1])  
 out\_seq += tag[0] + ' БП ' + tag[1] + ' : '  
 while\_count -= 1  
 if do\_count > 0 and re.match(r'^do M\d+', stack[-1]):  
 tag = re.findall('M\d+', stack[-1])  
 stack.pop()  
 tag\_count+=1  
 out\_seq += 'M'+str(tag\_count) + ' УПЛ ' + tag[0] + ' БП ' + 'M'+str(tag\_count) +' : '  
 do\_count -= 1  
 is\_do = False  
 else:  
 while len(stack) > 0 and stack[-1] != '{':  
 out\_seq += stack.pop() + ' '  
 else:  
 while len(stack) > 0 and self.get\_priority(stack[-1]) >= p:  
 out\_seq += stack.pop() + ' '  
 stack.append(t[i])  
 i += 1  
  
 while len(stack) > 0:  
 out\_seq += stack.pop() + ' '  
 out\_seq = re.sub(r'(\d)Ф', r'\1Ф', out\_seq)  
 out\_seq = out\_seq.replace(' 0Ф','')  
 print(out\_seq)  
 return ' '.join([inverse\_tokens[symbol] if symbol in inverse\_tokens.keys() else symbol for symbol in out\_seq.split(' ')])